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Abstract – String matching is a profound problem in various fields and becomes a great challenge for running a program for pattern matching

quickly and effectively with less or no complexities. The application of string matching or pattern matching is widely increased as new technologies

are used in medical science, network security, forensic science, library sciences and many others for information detection and retrieval. Algorithms

for string matching were designed since 1974 and till date lots of algorithms have been proposed. This analytical study presents the mechanism also

called rules follows for pattern matching process. This includes analysis and correlations of suffix to prefix rule and substring matching rules with

different cases, supported by appropriate figures and examples to justify the relations among them.
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1. INTRODUCTION

A process of finding some given string or pattern within the
given text is known as string matching or sometimes called
pattern matching. Sting matching is done in two ways via
exact string matching and via approximate string matching.
Exact matching[1],[2],[14] is a process of finding occurrence
of pattern P exactly matched within a given text T whereas an
approximate matching[2],[15] is a process of finding
occurrence of patterns P approximately with some differences
of mismatch characters within the text T.

String matching rules are the processes which are used to
compare the characters of pattern P with given text T in order
to find where the pattern P occurs exactly within the text T.
Searching should be done with minimum comparing steps.
Every algorithm follows some mechanisms to reduce the
required time complexities used in preprocessing phase and in
searching phase[1].

This paper analyzed the suffix to prefix rules and substring
matching rules of exact string matching algorithms[16] The
paper is organized as follows, section 2 includes Rule 1

(suffix to prefix) and Rule 2 (substring matching) with its
sub-rules discussed in details, followed by the correlations
among them in section 3. Finally concludes in section 4.

2. Analysis of suffix to prefix rule and substring

matching rules.

This section analyzed the working of suffix to prefix rule
known as Rule-1 and substring matching rules as Rule-2.

2.1. Suffix to prefix rule: Rule-1 suffix to prefix rule

work as, if suffix of text T is found to be matched with the

prefix of pattern P then shifting of pattern is done to align

matching portion correspondingly as shown in figure 1.

Length of suffix can be 2 to m'' [where m'' (m'-i) is the length
of text window T and m is length of pattern P (m=m'') ]and
length of prefix can be 1 to m-1

Algorithm 1: Suffix to Prefix

If (m- j) == (m-k)
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Then shift (m – k) characters.

Else shift m characters.

Where, i, j and k are the pointer used to point at positions of
pattern and text.

T:  GCATCGACAGACTATACAGTACG

P: GACGGATCA

Skip (m - k) = 9 – 3 = 6. (by 6 characters)

T:  GCATCGACAGACTATACAGTACG. . . . . . .

P: GACGGATCA

Again m = 9, k = 0 (Zero because no in suffix and prefix)

So, m – k = 9 – 0 = 9 (skip by 9).

T:  GCATCGACAGACTATACAGTACG. . . . . . .

P: GACGGATCA

2.2. Substring matching rule

Substring matching rule is further divided into four sub-rules

◦ Substring matching rule as rule-2

◦ Character matching rule as rule-2.1

◦ 1-suffix rule as rule-2.2

◦ 2-substring matching rule as rule-2.3

This section analyzed all the sub rules of substring matching
rules.

2.2.1. Substring matching rule (Rule-2)

Consider any substring say either α, u and z of text T as
shown in figure 2(a). Find the substring that to be matched in
pattern P.

According to figure 2(a) matched portion v is considered as
longest substring. Substrings α, u and z are the substrings

within v.  Substring u is found to be matched in pattern P.
Shift the pattern in such a way that both the u aligns
corresponding to each other as shown in figure 2(b);
otherwise, skip pattern by pattern length (j'-i).

Length(α, z ) may be 0 to m-1 and

Length(u) may be 1 to m.

Algorithm 2: Substring matching

If [substring T(j', k') = = Substring P(j, k)]

Then shift pattern by (j' – j).

Else shift pattern (j'-i).

Where j and k are the reoccurrence position at pattern P and j'
and k' are the occurrence position of text T.

Example 2:

T: GCATCGAGGAGAGTATACAGTACG

P: GGAGCCGAG

Here, mismatch occurs between char A of text T and C of
pattern P. Substring GAG at T(7, 9) position and reoccurs at
pattern P(2, 4).

So now slide the window by ( j'-j )=(7-2 = 5).

T:  GCATCGAGGAGAGTATACAGTACG

P: GGAGCCGAG

2.2.2. Character matching rule (Rule-2.1)

Character matching rule, search for reoccurrence of
mismatched character of text T also known as bad character in
pattern P.

Suppose, char x of text T mismatch with corresponding
character of pattern P at position j and reoccurs x in pattern P
at position k as shown in figure 3(a).

Algorithm 3: Char matching rule.

If bad char x occur in pattern P.

Then shift pattern by (j-k)th characters

Else Shift by j

1 2 3 4 5

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

Here m = 9, k = 3

Example 1:

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6
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Figure3(b) shows bad char x found in pattern P, so shift by
position to align corresponding bad char together. Figure 3(c)
shows, no bad character found in pattern P.

Example 3:

T: GCATCGAGGAGCGTATACAGTACG

P: GAGGCCGCG

Here, A mismatch with C at position 6. A is considered as bad
character. Now look whether char A occurs anywhere in
pattern P or not.

If it found then shift the pattern by (j-k) position. According
to example 3 A occurs at position 2 in pattern P.

So, ( j-k) = (6 – 2 = 4) shift by 4.

T: GCATCGAGGAGCGTATACAGTACG

P: GAGGCCGCG

2.2.3. 1- Suffix rule (Rule-2.2)

1-Suffix rule always consider the 1st character of suffix of text
T. As shown in figure 4, Let x be the 1st char of suffix of text
T at position m'. Now search reoccurrence of x in pattern P.

Algorithm 4: 1-suffix algorithm

If T(char m') found in pattern P

Then shift pattern by (m-k)

Else shift pattern by m

T: GCATCGAGGAGCGTATACAGTACG

P: GAGGCCGCG

Shift by (m-k) = (9 – 7) = 2 position, now shift will be as
given below.

T: GCATCGAGGAGCGTATACAGTACG

P: GAGGCCGCG

Shift by (m-k) = (9 – 2) = 7 so on.

2.2.4. 2- Substring matching rule (Rule-2.3)

This rule works with two consecutive characters. One char
should be bad char and another should be suffix of bad char
as shown in figure 5(a).

Here, u and x are two consecutive characters with x as bad
char of text T.

Algorithm 5: 2-substring matching rule

If (k ==i && k+1 == i+1)

Then Shift by (j-i)

Else shift by (j+1)

(Where j is the mismatch position at pattern, k is the position
of bad character, i is the position of bad character
occurrence in pattern).

Figure 5(b) shows shifting after match found of 2-substing in
pattern P

Example 5:

T: GCATCGAGGAGCGTATACAGTACG

P: GAGACCAAG

Here mismatch occurs between G and A of text and pattern.
GA of text is now considered as 2-substring. Mismatch
position j = 7 and reoccurrence position i=3 in pattern P (Also
k=j && k+1=i+1).

Now shift by (j-i)=7-4=3 position

T: GCATCGAGGAGCGTATACAGTACG

P: GAGACCAAG

2. CO-RELATION AMONG SUFFIX TO PREFIX
RULE AND SUBSTRING MATCHING RULES.

This section discussed the relations among rule-1 with rule-2
and its sub-types.

2.1. Rule-1 correlation with Rule-2

Rule-2, substring matching of pattern P is done by searching
reoccurrence of substring of text T within the pattern P as
shown in figure 6(a).

Suppose v is the matching portion of text T with pattern P.

1 2 3 4 5 6 7 8 9

1 2 3 4

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

Example 4:

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9
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Fig. 1: Suffix to prefix rule
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α, u and z are the substrings of text T. (v= α| u| z).

Case 1: If v is found in prefix of pattern P then it becomes the
special case of Rule-1 as shown in figure 6(b)

Case 2: If substring u and z are found in prefix of pattern P
then it also becomes the special case of Rule-1 as shown in
figure 6(c). Same is applicable for substring z.

2.2. Rule-1 correlation with Rule-2.1

Rule-2.1, char matching rule also called bad char rule looks
for occurrence of only one char (mismatched char of text T).
Rule-2.1, establishes the relation in following cases.

Case 1: If char mismatches at position m of pattern and bad
char a reoccurs only at prefix of pattern P as shown in figure
7(a). Then it rule-2.1 becomes a special case of rule-1.

Case 2: If bad character of text T appears in prefix of pattern
P followed by matched substring u as shown in figure 7(b)
then this also becomes a case of Rule-1.

2.3. Rule-1 correlation with  Rule-2.2

Rule-2.2, 1-suffix rule is look for 1st character (suffix) of text
T within the pattern P. 1-suffix rules establishes the relation
with rule-1 in following cases.

Case 1: If 1-suffix char reappears once only at prefix of
pattern P as shown in figure 8(a).

Case 2: If 1-suffix character of text T found in prefix of
pattern along with its prefix characters of Text T as shown in
figure 8(b) then the shifting becomes the special case of Rule-
1

2.4. Rule-1 correlation with  Rule-2.3

Rule-2.3, 2-substring character is searching for substring
within the pattern P. Rule-2.3 makes relation with Rule-1 in
following cases.

Case 1: If the 2-substring character mismatches at position
m-1 of pattern P and reappear only at prefix of pattern P then
this will become a special case of Rule-1 as shown in given
figure 9(a).

Case 2: If 2-substring character of text T found in prefix of
pattern along with its prefix characters of Text T as shown in
figure 9(b) then the shifting becomes the special case of Rule-
1

Following table shows the algorithms based on suffix to prefix
rule and substring matching rules and its types.

3. CONCLUSIONS

This paper analyzed and correlates the suffix to prefix rule with
substring matching rules and its sub-rules. The examples and
figures mentioned in this paper compare the pattern and text
from right to left. The comparisons may also be done from left
to right and apply the same rules in same manner. Table 2
shows the different algorithms designed based on suffix to
prefix rule and substring matching rules. KMP algorithm
compares the pattern from left to right and BM compares from
right to left but both of them also uses rule-1. So comparison
done in any order applies any rules. It shows that they are
interrelated to each others in terms of shifting the patterns not
in scanning order.

4. Figures and Table

This section includes all the figures and table used to justify the
analysis and correlations.

zuα

α z

v

v

u

T

P

u

mj1 k

m'k'j'i

Figure 2(a): Substring u found in pattern
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Figure 5(a): 2-sub string rule
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Figure 5(b):  2-substring matching shift
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Figure 6(a):  Substring matching rule
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Figure 6(b): substring v shift as rule-1
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Figure 7(a): Bad Character a as rule-1
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Figure 3(c): No bad char found in pattern
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Figure 4: 1-suffix rule
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Figure 6(c): Substring u and z as rule-1
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ALGORITHMS RULE APPLIED

Fast pattern matching in string [2]

Rule-1: Suffix to prefixon the exact complexity of string matching: upper bounds[11]

String matching algorithms and automata[12]

Fast String Algorithm [3]
Rule-1: Suffix to prefix
Rule-2.1: Char MatchingHybrid exact string matching algorithm for intrusion detection system[17]

On improving the average case of BM algorithm [5] Rule-2.3: 2-substring rule

A very fast search algorithm[6]

Rule-2.2:  1-suffix rule

Fast string searching[7]

Practical fast searching in string[4]

Tuning the BMH string searching algorithm[10]

Experiments with a very fast substring search algorithm [8]

Fastest pattern matching in string[9]
Rule-2.1: Char matching rule
Rule-1: Suffix to prefix

A simple fast hybrid pattern- matching algorithm[18]
Rule-2.2:  1-suffix rule
Rule-1: Suffix to prefix

Figure 8(b): 1-suffix match with preceding char

uα

xubxuα

T

P

x

x

Figure 9(a): 2-substring as rule-1

x zzu
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v

v
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c

Figure 8(a): 1-suffix char at prefix as rule-1

T x

P b aa

a

zu

u azbaz

Figure 9(b): 2-substring with matched suffix
a

T

P

a

Table 1: Suffix to prefix and substring based algorithm
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