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Abstract: The BIOS (Basic Input/Output System and also known as the System BIOS, ROM BIOS or PC BIOS) is a type of
firmware used to perform hardware initialization during the booting process on IBM PC compatible computers, and to provide
runtime services for operating systems and programs[1]. Unified Extensible Firmware Interface (UEFI) was designed as a
successor to BIOS, aiming to address its technical shortcomings. As of 2014, new PC hardware predominantly ships with UEFI
firmware. The Unified Extensible Firmware Interface (UEFI) is a specification that defines a software interface between
an operating system and platform firmware. UEFI replaces the Basic Input/Output System (BIOS) firmware interface originally
present in all IBM PC-compatible personal computers. UEFI driver is a Loadable Image loaded by UEFI loader. These drivers
may consume or produce protocols. The GOP (Graphics Output Protocol) Driver is part of the UEFI boot time drivers
responsible for bring up the display during bios boot. This driver enables logo display during bios boot time. This paper has a
GOP device driver written for an Intel’s 10T Android platform which is responsible for display control until the operating system
and in turn the display controller of the system gains the control.

Keyword: BIOS, Unified Extensible Firmware Interface, GOP, Protocol, PCI, Simics, display.

I. INTRODUCTION

The GOP driver is a replacement for legacy video BIOS and enables the use of UEFI pre-boot firmware without CSM. The GOP
driver can be 32-bit, 64-bit, or 1A-64 with no binary compatibility. UEFI pre-boot firmware architecture (32/64-bit) must match the
GOP driver architecture (32/64-bit). The Intel Embedded Graphics Drivers' GOP driver can either be fast boot (speed optimized and
platform specific) or generic (platform agnostic for selective platforms).

EFI defines two types of services: boot services and runtime services. Boot services are available only while the firmware owns the
platform (i.e., before the ExitBootServices call), and they include text and graphical consoles on various devices, and bus, block and
file services. Runtime services are still accessible while the operating system is running; they include services such as date, time
and NVRAM access. In addition, the Graphics Output Protocol (GOP) provides limited runtime services support. The operating
system is permitted to directly write to the frame buffer provided by GOP during runtime mode. However, the ability to change
video modes is lost after transitioning to runtime services mode until the OS graphics driver is loaded [2]. This paper includes a
GOP driver written for an 10T’s platform using the development kit EDK Il which is responsible for the display during booting
process until the operating system gains control of the display and invoke display devices.
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Fig 1 GOP driver

O©IJRASET (UGC Approved Journal): All Rights are Reserved




International Journal for Research in Applied Science & Engineering Technology (IJRASET)
ISSN: 2321-9653; IC Value: 45.98; SJ Impact Factor:6.887
Volume 5 Issue VII, July 2017- Available at www.ijraset.com

111. SOFTWARE USED

A. SIMICS

Simics is a full-system simulator used to run unchanged production binaries of the target hardware at high-performance speeds.
Simics was originally developed by the Swedish Institute of Computer Science (SICS), and then spun off to Virtutech for
commercial development in 1998. Virtutech was acquired by Intel in 2010 and Simics is now marketed through Intel's
subsidiary Wind River Systems.

Simics can simulate systems such as Alpha, x86-64, |IA-64, ARM, MIPS (32- and 64-bit), MSP430, PowerPC (32- and 64-
bit), POWER, SPARC-V8 and V9, and x86 CPUs. The current version of Simics is 5 and it is available for Microsoft
Windows and Linux host platforms.

B. EDK I

The EFI Developer Kit (EDK) is an Open Source release of the Framework Foundations, defined in the Framework Core Interface
Specifications (CIS), plus a set of sample drivers and three sample targets implemented for the Nt32, UNIX, and DUET platforms.
In addition to Open Sourcing the Framework Foundation code, the EDK allows for the development, debugging, and testing of EFI
and DXE drivers, Option ROMs, and pre-Boot applications.

C. Visual Studio

Microsoft Visual Studio is an integrated development environment (IDE) from Microsoft [5]. It is used to develop computer
programs for Microsoft Windows, as well as web sites, web applications and web services. Visual Studio uses Microsoft software
development platforms such as Windows API, Windows Forms, Windows Presentation Foundation, Windows Store and Microsoft
Silverlight. It can produce both native code and managed code.

IV. GOP DRIVER
The EFI specification defined a UGA (Universal Graphic Adapter) protocol as a way to support device-independent graphics[3].
UEFI did not include UGA and replaced it with GOP (Graphics Output Protocol), with the explicit goal of removing VGA hardware
dependencies. The two are similar.
Table 1 gives a quick comparison of GOP and video BIOS:
Table 1 Difference between Video BIOS and GOP
VIDEO BIOS GOP

64 KB limit. 16-bit execution | No 64 KB limit. 32-bit
protected mode

CSM is needed with UEFI | No need for CSM. Speed
system firmware. optimized (fast boot).

The VBIOS works with both | The UEFI pre-boot
32- and 64-bit architectures. | firmware architecture must
match the GOP driver.

The GOP Driver is part of the UEFI boot time drivers responsible for bring up the display during bios boot. This driver enables logo
display during bios boot time[4].

The GOP driver interacts with the PCI Driver which is responsible for enumerating the PCI devices such as graphics. For each
controller detected on the PCI driver, it installs a PCI 10 Protocol that get used by the underlying child driver for implementing its
services.

The UEFI graphics driver (GOP Driver) is responsible for the Display unit functionality. It acts as a bus driver for the display
subsystem and creates child devices for each of the output interfaces discovered by it[4]. It uses the PCI 10 protocol for
implementing the GOP protocol that is installed on each of the output child devices created by it.

Fig 2 although has both DSI and DP output interfaces are shown together as child devices, only one is active.
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Fig 2 GOP driver implementation

A. The GOP Driver Implements the QueryMode(), SetMode(), Blt() Services of the Protocol.

In order to reduce boot time the GOP driver need not enumerate all the available modes during boot time. This enumeration can be

deferred to the linux driver based on requirements for boot time. This driver also implements Device Path Protocol, Driver binding

protocol interfaces. For each output interface the Graphics Output Protocol and Device Path Protocol needs to be implemented.

Depending on the need to support EDID panels, the driver will need to support the EDID Discovered protocol. The EDID data

needs to be installed on the output interface.

The EDID active protocol is installed with the available EDID data on the output interface. The EDID override protocol is the

alternate mechanism to supply EDID data if the EDID Discovered Protocol is unavailable. This should take care of support for

EDID less panels.

1) QueryMode(): This function is supposed to enumerate all the modes that can be supported for a given display panel.
Typically this is the intersection of the modes that are supported by the Display controller and the given Panel. To cater to boot
time optimizations we can consider enumerating only single mode while leaving the rest of the modes to be discovered by the
driver.

2) SetMode() : This function is used the select a mode from the list enumerated by QueryMode.

3) BIt() : This function is used to copy contents from offscreen buffer to the display buffer.

V. METHODOLOGY
Most graphics controllers are PCI controllers, and this implies that UEFI Drivers for graphics controllers are typically PCI drivers. If
a device is intended to be used as a graphics console output device while UEFI firmware is active, then a UEFI Driver must be
implemented that produces the Graphics Output Protocol. The graphics controller must either directly support or be able to emulate
the following operations:
Block transfer to fill a region of the frame buffer
Block transfer from system memory to region of frame buffer
Block transfer from region of frame buffer to system memory
Block transfer between two regions of the frame buffer
Query attached display devices for EDID information
Set the supported graphics modes that is intersection of modes that the graphics controller supports and the display device
supports.
EDK 11 uses the services of a Graphics Output Protocol and bitmap fonts to produce the Simple Text Output Protocol. This means if
a Graphics Output Protocol is produced by a UEFI Driver, then the frame buffer managed by that UEFI Driver can be used as a text
console device without having to implement the Simple Text Output Protocol in the UEFI Driver for the graphics controller.
UEFI Drivers for graphics controllers are typically more sensitive to the EBC virtual machine interpreter overheads, so it is critical
that the performance guidelines are followed for a UEFI Driver for a graphics controller that is compiled for EBC to have good
performance. UEFI Drivers for graphics controllers typically follow the UEFI driver model. Some graphics controllers have a single
output controller, and other may have multiple output controllers. In both cases, a child handle must be created for each output
controller, which means UEFI Drivers for graphics controllers are always either Bus Drivers or Hybrid Drivers. They are never
Device Drivers. UEFI Drivers for graphics controllers are chip-specific because of the requirement to initialize and manage the
graphics device.

mmoow>»
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UEFI drivers that manage graphics controllers typically follow the UEFI Driver Model because the devices are typically on industry
standard busses such as PCI. However, it is possible to implement UEFI drivers for graphics controllers that are not on industry
standard busses. In these cases, a Root Bridge Driver implementation that produces a handle for each output controller in the driver
entry point may be more appropriate than a UEFI Driver Model implementation. Graphics controllers that are connected to a single
output device are the simplest type of UEFI graphics driver. They produce a single child \ handle and attach both Device Path and
Graphics Output protocols onto that handle. They need a single data structure to manage the device. An example of a single output
graphics driver stack is shown below.

VI. INTEGRATION

A. Platform Requirements

The platform firmware must meet the following requirements for GOP Driver integration:

1) Platform firmware must be compliant to UEFI 2.1 or later.

2) Platform must enumerate and initialize the graphics device

3) Platform must allocate sufficient graphics frame buffer memory required to support the native mode resolution of the integrated
display.

4) The platform must produce the standard EFI_PCI_IO_PROTOCOL and as well as the EFI_DEVICE_PATH_PROTOCOL on
the graphics device handle. Additionally, the platform must produce PLATFORM_GOP_POLICY_PROTOCOL.

5) The platform firmware must not launch the legacy Video BIOS.

The GOP Driver solution comprises the following files
Table 2 GOP driver files

File Name Description Format

GopDriver.efi | The GOP driver binary | Uncompressed
PE/COFF image

Contains Video BIOS
Table (VBT) data

Vbt bsf BMP_ script _ f_ile.
Required for modifying
Vbt.bin using BMP tool.

Vbt.bin Raw binary

Text

B. Integration Steps

1) Customize the VBT data file VVbt.bin as per platform requirements and the corresponding BSF file.

2) Integrate Vbt.bin and GopDriver.efi files into the platform firmware image. The process of accomplishing this step is
determined by the platform implementer, specific to the platform firmware implementation.

C. GOP Driver Protocols

The GOP driver follows the UEFI Driver model and produces the following protocols:

1) Efi_Driver_Binding_Protocol: The GOP Driver produces the driving binding protocol on its image handle.

2) efi_driver_binding_protocol.supported(): In the Supported() call, the driver uses the device path protocol and PCI 10 protocol
to determine if it supports the controller handle. The RemainingDevicePath must be NULL, a valid ADR type or ‘end of device
path’.

3) Efi_Driver_Binding_Protocol.Start(): In the Start() call, the GOP driver initializes the graphics hardware, produces child
handles and installs the required protocols on the child handles. If the child handle cannot be created, then
EFI_UNSUPPORTED is returned. In this case the firmware should call Start with NULL as the RemainingDevicePath
parameter value, to allow the driver start a default display[4]. If there are no displays connected, then Start() returns
EFI_SUCCESS for NULL value.The following are the protocols installed on child controller handles

4) Efi_Device_Path_Protocol: All the child controller handles that are produced have EFI_DEVICE_PATH_PROTOCOL
installed. The device path is produced by appending the ADR node to the device path of the graphics controller.
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5) Efi_Graphics_Output_Protocol: The GOP driver produces a single instance of the protocol and is installed on the child
controller, determined by the RemainingDevicePath.
Table 3 EFI_GRAPHICS_OUTPUT_PROTOCOL

RemainingDevicePath | Action

Valid ACPI Address GOP installed on corresponding

child handle

NULL GOP installed_on a default child
handle determined by the GOP
driver.

6) Efi_Edid_Discovered_Protocol: If the child controller is a single display, then EFI_EDID_DISCOVERED_PROTOCOL is
installed. If the display is a local flat panel without EDID, then the GOP Driver constructs an EDID based on the timing details
of this panel configured in VVBT.

7) Efi_Edid_Active_Protocol If the child controller is the GOP device, then EFI_EDID_ACTIVE_PROTOCOL is the protocol
installed. EFI_EDID_OVERRIDE_PROTOCOL is not used by GOP driver

8) Efi_Component_Name2_Protocol: The GOP Driver installs the component name protocol on its image handle. English is the
only language supported.

VII. RESULTS
A. Building BIOS
The following command is used to build BIOS in SPI mode. This successfully builds the BIOS from the source code and creates
spi.bin file which is a binary image file. The stitching process generates the stitch file (binary image) from all the source files and
library files.
C:\UEFI>Buildimage.bat /c /x6 /nmrc /vp /spi SRVL Debug

i (lincoms§ctemZcmare - Buldimagedat c 4 v ot/

\suneisevalley_uefi-uef IEF] uildlnage.bat /¢ /64 /anec /mshoot A /syt SRIL Debug

Calling BIOS Build Serd

led AL 14:47:05.10
1 $1le(s) copied,

1 $1le(s) copied,
fenauing previus Budld files...

fuild B108 SP1
- Setting conpiler to US2013 -

etting SHL platfom configuvation and D105 1D...
noving previous bin Files

Fig 3 Command executed to build BIOS in SPI mode
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Pl Space Information

PIATE_DATA (9%Rulll 3E8750 total, 3014752 wsed, 4008 frce
FUTREH [76:Rull] 241604 total, 185144 used, 56520 fres
IBRL [54:Rulll 48% total, 2128 used, 1968 frec

FUOBR [54xRull] 458752 total, 251184 used, 287568 fres
FUORBR [73:Rull] 1114112 total, B14584 used, 209608 fres
VIBER [47:Rulll 471528 total, 233326 used, 258200 free
FURRIND (99:Fulll 3166208 total, 3163984 used, 2224 fres
FUMAIN (9% Rull] 1083528 total, 16M2B16 used, 704 fres

4
)
!
b
[

i
14
i
i
i

- Jone -
Build end tine: 14:55:40, May. 31 2017
Build total tine: B0:83:50

Fig 4 Command window showing “BIOS building is done”

o C\Windows\System32\cmd.exe

Med B5/31,2817 14:51:14.55

Build I alling [FWI Stitching Scri

BIOS ROM input: SRULPSS K64 D_A0@1_@6.zip
Stitch Config:

Calling IFWIStitch.bat file with the following command:
IFVIStitch.bat  /vp #spi .\SRULPSS_X64 D _BB@1 B6.zip

SRULPSS_K64_D_6RA1_a6.zip
——— See ’Stitching.log’ for more info. ——
Wed 85,31,2817 14:51:14.63
IStitching the components into single hinary - SRU
C:\Userssrsussunrisevalley_uefi—uef iNUEFINStitch
SRULPSSB 631.0061.PA6.1785311451

Generating IPWI for SPI with ROM for UP.

Fig 5 Command window showing that stitching process has begun

INFO - Signing the UEFI...

INFO - Adding 18@ pad characters

INFO - ...

INFO - padding ucode to 56KB

INFO - Adding 53248 pad characters

INFO - ...

INFO - padding vom to 128KB

INFO - Adding 12 pad characters

INFO - ...

INFO - Combining all components to create IFWI

INFO - Adding 1138688 pad characters
INFO - Adding 1887616 pad characters
INFO - Completed generating IFWI.
copying SRU_IFWI_SPI_D.hin to Stitch
1 file{s) copied.
1 file{s) copied.

Build_[FWI is finished.
The final IFWI file is located in Stitchs

Fig 6 Command window showing that binary file is successfully generated
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B. Simulating in Simics
s S S Bes s WidRe S

Fie Bt Naigate Sewch Poject Run Window Hep

BrEGRIL-H-0-Q ik L w0

£ Sinics Pt £1 . 2 St B B&
(B SimicPrjet [30]

=0 | Flavspisinis £ E Dsenbly [ debugog-busntie

# This s an enpty Simicy serit file. Here you can type
# Sindes comands. To enter Python comands, prefly the line
#itha B,

Sese_flashi="1/Shikeh SRY_TFULSPL0.bln*
#5cse flas ars hdradhan/Desktop SRY_ERUL_SPT D.bin” |
$hios = fese_flashd

#5ese flash
#5ennc_boot]_inager
#hemnc_boot2 inage=

chYSRY_IFRT_EMHC D 2.bin™

fere =2

Suse_01d baf portid mapsr 415t
$lpss hsuartd output = THUL

#hemnc_user dnage = C:\Users\hdrachanDacuments\GRY _LINIY_IMAGES\core-Lnage-sato-sny- 1016 121841682, g

el Ly P DERLE VSR 00 S s Lyl v

5/sunrisevalley 5.9 pre3d/targets/xgs-sru’
7 inics 5/SunriseValley 5.9.predl/tar 5
run-comand-file "C:/Progran Files/Simics/Sinics §/SunriseValley 5.0.predl/tar;

comon. include™

Ssysten board phys_nem.del-nap 3system. bord.sb.sram
# newuefi-tracker Impfile Jysten

# Saysten.uefi enable-uefi

# srvboardrtss hsuart2. log-level 4

Fig 7 Simics window with debug script for SPI

The generated binary image is to be simulated for the platform. A script file is written for invoking all the drivers in SP1 mode.

Eongnks [ Dsuskly | dbogloghuntdt & =n
Tnstal lPotocollnterfece: FCIBCTBO-TDI-430-36h-MGORID0EE] THSCIFE "
Laalg fivr BBCTEST-84T-52 DSETTESAL
InstallPotocolinterface: SBIBIIAL-3562-1102-BE34-RRRRCH69:238 75034040

Point=hd0@ 63384 Prdlre. efi

J24- 2363075007 75366516

-SSTISIES 755560

Lueding driver at BOIEENNN
IistallPotocolInterfice: B
Trstal1Protocolnterface: 118346061856
InstallFotocolinterface: 133Fi6G-2644-36

IstallPotocollnterfuce: SEEAFS?-FAGH-410-00 w3
TstallProtocclIntecface: FOFAE 0-H0-ES6CSTSE TEHER
oadingrlver DISEND-ATER4T:0-E238 CCABBRIECEC
nstallotacollntersace: SBIBKIAL-561- 102631 OKHGS123 75180
{11 nsertTmgeeced - Sectin Aligmest(b) is et & 1111110
1 Teage - ShuPhg DG VSIAL !
Loadingriver at ROTETTARD EntryPoint-BuRTETIASE ReportsttusCodsRuterRutinen ol
rstallborecollntersace: IH2ISTE-E3)-4HE-H20-BH0TA0F 604198
IstellProtocolInterfoce: B62L36-IE4-21C6--UFIFCICSEL T6TDIER
0F-SECHERLE TETTIFS

¥ 18
Istallbotacelntersace: SHB3IAL-5 WAL 25MIH
U1 nsertimgeeced - Secti Aligmest(b) is et & 1111110
LTI Toage - 2:\Eul i
Loading iiver at UOTETTGND EntyPolteBuoe
¢ )

Dre\DEALG) 1

tusCodetanclerdve efi

9 Come
s comols oy e

& Symsclbrower ) Memory (i emory Spacs| [} Trge Memary| 1 StpLog [E] Smicslog g-g-=8
Fig 8 Simics debug window for simulating the binary file generated

The debug file is generated when run on the Simics. This has list of all the drivers invoked and protocols installed. The log file is
hsuart.txt.

Loading driver at 888875389888 EntryPoint=08x888763B93B4 Gop.efi

InstallProtocolInterface:

GOP DRIVERInstallProtocelInterface:

InstallProtocolInterface:
InstallProtocelInterface:
InstallProtocolInterface:
InstallProtocelInterface:
InstallProtocolInterface:

BC62157E-3E33-4FEC-992@-2D363607580F 75932318
9842A0DE-23DC-4A38-06FB-7ADEDBBBS16A 763BBABS
BDBC1856-9F36-44EC-92A8-AR337F817986 @

76309614 -0080-0000-3896- 3676000000008 75932998
ABB38948-2088-48808-85(8-79184C864368 75932098

75932998 - 0000 - 0000 -DEFD-437700000000 77450780

75932098 -G080 - 2000 -B22R 77450788

Fig 9 Invoking of GOP driver

The above diagram shows the invoking of GOP driver. The Gop.efi (binary image file of GOP source code) is invoked and various

protocols like

1) Efi_driving_binding_protocol
2) Efi_device_path_protocol

3) Efi_graphics_output_protocol
4) Efi_edid_discovered_protocol
5) Efi_edid_active_protocol

6) Efi_component_name_protocol
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It can be seen that the user readable name GOP DRIVER is displayed as EFI_COMPONENT_NAME_PROTOCOL is getting
installed. All the above mentioned protocols have been listed out in log file by mentioning their respective GUIDs. After successful
simulation, the binary image file is dumped on to the platform board.

VIIl. CONCLUSION AND FUTURE WORK
The paper involves understanding of BIOS, booting process, UEFI, architectural flow, UEFI drivers, driver models and GOP driver.
Simulation tools like Simics and Visual studio are used to build BIOS, develop and debug for Intel’s 10T platform.
Having knowledge of all the above mentioned concepts and writing and invoking a simple driver, the Graphics Output Protocol
(GOP) is written for Intel’s 10T platform which is responsible for graphics display during booting process until the OS gains the
control.
As a part of further improvisation, the GOP driver can be further developed for providing options like brightness, contrast, color
pixels etc. to the user during the booting time through the interface.
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