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Abstract: This Quick growth in communications, storage and processing information allow us to move all data into some remote place. Data management systems activated by automated traditional tasks such as keeping record of business transactions and many more. This data involved mainly of numeric and characteristics and graphical representation. Cloud is not a particular product; it is a simple technique of delivering IT services based on demand, adaptable to rescale as required based pay-as-use model. Cloud computing becomes popular because of its delivery of flexible access to the cloud data storage. The cloud data storage capacity allows users to access and extract the sensitive information whenever they require. The storage and access of data through the third party server or proxy server increases the load of the users this leads to a memory and time complexity. Storing and accessing data through the cloud server or proxy server will arise security issue. This concludes occurs cloud servers are not fully trustable as data is openly available to them. Some existing storage services provide security of stored data, while data confidentiality for the database as a service model is still not fully formed. In this proposed architecture a different architecture that takes part cloud database services with confidentiality of data and the opportunity of performing parallel operations on encrypted data. This architecture supports physically scattered clients which are directly connected to an encrypted cloud database, and to perform concurrent and independent operations such read, write and modify the database structure. All information stored on cloud is in encrypted format. Metadata related to the information is in encrypted format so ease access of information is controlled. This work proposed architecture eliminates intermediate proxy servers that limit the availability, elasticity, and scalability properties cloud-based solutions. Blowfish algorithm technique is used for the encryption and decryption of data. Because of variable key length decryption of the data is difficult. User can store any type of information on cloud and can retrieve in distributed environment. Response time is also increases as omission of intermediate proxy server. Blowfish algorithm is fast in speed as well as not attach are found on the application in which blowfish algorithm is used. Higher security with great response time data is available everywhere.
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I. INTRODUCTION

Secure DBaaS provide solution on the use of multiple cloud providers, and makes use of SQL-aware encryption algorithms to support the execution of most common SQL operations on encrypted data. Secure DBaaS relates more closely to works using encryption to protect data managed by untrusted databases [1]. In such a case, a main issue to address is that cryptographic techniques cannot be natively applied to standard DBaaS because DBMS can only execute SQL operations over plaintext data. Some DBMS engines offer the possibility of encrypting data at the file system level through the Transparent Data Encryption feature. This feature makes it possible to build a trusted DBMS over untrusted storage. The DBMS is trusted and decrypts data before their use. Hence, this approach is not applicable to the DBaaS context considered by Secure DBaaS, because we assume that the cloud provider is untrusted. Secure DBaaS solves this problem by letting clients connect directly to the cloud DBaaS, without the need of any intermediate component and without introducing new bottlenecks and single points of failure. A proxy-based architecture requiring that any client operation should pass through one intermediate server is not suitable to cloud-based scenarios, in which multiple clients, typically distributed among different locations, need concurrent access to data stored in the same DBMS. On the other hand, Secure DBaaS supports distributed clients issuing independent and concurrent SQL operations to the same database and possibly to the same data.

II. PROPOSED SYSTEM

Secure DBaaS is solution for storing and accessing data on cloud in secure way. Data is store and retrieve on cloud in encrypted format. Encryption is done at client side only. So untrusted user are unaware about the data.
A. Metadata Management

Your Secure DBaaS generate the metadata that Metadata generated by Secure DBaaS contain all the information that is necessary to manage SQL statements over the encrypted database in a way transparent to the user [2]. Metadata management strategies represent an original idea because Secure DBaaS is the first architecture storing all metadata in the untrusted cloud database together with the encrypted tenant data. Secure DBaaS uses two types of metadata:

1) Database Metadata are related to the whole database. There is only one instance of this metadata type for each database.
2) Table Metadata are associated with one secure table. Each table metadata contains all information that is necessary to encrypt and decrypt data of the associated secure table.

The structure of a table metadata is represented in Fig.1. Table metadata contain the name of the related secure table and the unencrypted name of the related plaintext table. Moreover, table metadata include column metadata for each column of the related secure table. Each column metadata contain the following information:

3) Plain name: The name of the corresponding column of the plaintext table.
4) Coded name: The name of the column of the secure table. This is the only information that links a column to the corresponding plaintext column because column names of secure tables are randomly generated.
5) Secure type: This allows a Secure DBaaS client to be informed about the data type and the encryption policies associated with a column.
6) Encryption key: The key used to encrypt and decrypt all the data stored in the column.

Fig 1. Structure of Table Metadata

III. SYSTEM IMPLEMENTATION

A. Key and Data Management

The DBA creates the metadata storage table that at the beginning contains just the database metadata, and not the table metadata. The DBA populates the database metadata through the Secure DBaaS client by using randomly generated encryption keys for any combinations of data types and encryption types, and stores them in the metadata storage table after encryption through the master key [3]. Then, the DBA distributes the master key to the legitimate users. User access control policies are administrated by the DBA through some standard data control language as in any unencrypted database. Secure DBaaS relies on standard authentication and authorization mechanisms provided by the original DBMS server. After the authentication, a user interacts with the cloud database through the Secure DBaaS client. Secure DBaaS analyze the original operation to identify which tables are involved and to retrieve their metadata from the cloud database. The metadata are decrypted through the master key and their information is used to translate the original plain SQL into a query that operates on the encrypted database. Translated operations contain neither plaintext database table and column names nor plaintext tenant data. Valid SQL operations that the Secure DBaaS client can issue to the cloud database [4]. Translated operations are then executed by the cloud database over the encrypted tenant data. As there is a one to-one correspondence between plaintext tables and encrypted tables, it is possible to prevent a trusted database user from accessing or modifying some tenant data by granting limited privileges on some tables. User privileges can be managed directly by the untrusted and encrypted cloud database. The results of the translated query that includes encrypted tenant data and metadata are received by the Secure DBaaS client, decrypted, and delivered to the user. The complexity of the translation process depends on the type of SQL statement.
B. Blowfish Algorithm

Blowfish algorithm is used for encryption and decryption of data. It generate random key for encryption and stored it into metadata as stated in above description. As blowfish is symmetric key encryption technique, same key is used for encryption and decryption. Blowfish Algorithm is a Feistel Network, iterating a simple encryption function 16 times. The block size is 64 bits, and the key can be any length up to 448 bits.

1) Advantages of Blowfish Algorithm
   a) It has been repeatedly tested & found to be secure.
   b) It is fast due to its taking advantage of built-in instructions on the current microprocessors for basic bit shuffling operations.
   c) It was placed in the public domains.
   d) No attack found
   e) Fast in encryption and decryption speed

Fig 2. Describe the single round of blowfish encryption technique. In the proposed system of blowfish algorithm reduced the rounds of blowfish algorithm and in the algorithm each single round is introduced new modified [6][7]. In the blowfish algorithm there will be 64 bits then the bits are separate into 32bits and there will be four s-boxes. Each s-box contains 32bits. Now design the algorithm like two s-boxes connecting with XOR as like same other two 2 s-boxes connected with XOR and then from the two XOR added then from there get key plain text.

IV. RESULT AND ANALYSIS

Result of the implemented system with database is as follows. Working of Admin, Manager and Client module explained by inserting real time data. All data is stored in database in encrypted format.

A. Admin Module

Client need to be register himself on side. Admin gives permission to the client to store data on cloud by accepting request. Admin can manage the client and add them as a manager as well.

Fig 3. Client List on admin module

Fig 3. Show the list of employees successfully register and can upload data on Secure DBaaS.
Fig 4. Client Login

Fig 5. One Time Password window

Fig 4. describe the client login window. Client need to enter OTP (One Time Password) for successful login shown in Fig 5.

Fig 6. Uploaded file by client

Fig 6.show the file uploaded by client. It is in encrypted format.

Table I: Register Client On System

<table>
<thead>
<tr>
<th>id</th>
<th>MlQ+KloFA/I=</th>
<th>vSYTV5yVS0..., rYV5E=39Q,...</th>
<th>iMFGFtc+JU8=</th>
<th>P/IzqlmawM=</th>
<th>3ET9b13aG2,...</th>
<th>q2vXmkk</th>
</tr>
</thead>
<tbody>
<tr>
<td>20041</td>
<td>AFr/IcC5+yE=</td>
<td>hsX0rJ/99A=</td>
<td>z/y/4YyeOpaPU...</td>
<td>hCz/61Aj7pKxa...</td>
<td>iOQSP173-Hju9...</td>
<td>active</td>
</tr>
<tr>
<td>20042</td>
<td>mC0u/bWF...</td>
<td>0qNtcfG6h4+TA...</td>
<td>z/y/4YyeOpaPU...</td>
<td>hCz/61Aj7pKxa...</td>
<td>iOQSP173-Hju9...</td>
<td>active</td>
</tr>
<tr>
<td>20043</td>
<td>WA/ZwG8CpX...</td>
<td>rG2Yaqv/dG4=</td>
<td>z/y/4YyeOpaPU...</td>
<td>hCz/61Aj7pKxa...</td>
<td>7Gx9oMeo37x...</td>
<td>active</td>
</tr>
</tbody>
</table>

Table I. show the database table of registered client. All details are in encrypted format.
V. CONCLUSIONS

The proposed an innovative architecture that guarantees confidentiality of data stored in public cloud databases. Unlike state-of-the-art approaches, the solution does not rely on an intermediate proxy that we consider a single point of failure and a bottleneck limiting availability and scalability of typical cloud database services. The solutions to support concurrent SQL operations including statements modifying the database structure on encrypted data issued by heterogeneous and possibly geographically dispersed clients. The proposed architecture does not require modifications to the cloud database, and it is immediately applicable to existing cloud DBaaS, such as the experimented PostgreSQL, Plus Cloud Database, Windows Azure, and Xeround. There are no theoretical and practical limits to extend our solution to other platforms and to include new encryption algorithms. It is worth observing that experimental results based on the TPC-C standard benchmark show that the performance impact of data encryption on response time becomes negligible because it is masked by network latencies that are typical of cloud scenarios. In particular, concurrent read and write operations that do not modify the structure of the encrypted database cause negligible overhead. Dynamic scenarios characterized by possibly concurrent modifications of the database structure are supported, but at the price of high computational costs. These performance results open the space to future improvements that are investigated.
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